**Лучше включить навигацию**
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# Настройка перед первым запуском

####################################################################

#эта часть нужна если файлы с модулями лежат в отдельной папке

#в sys.path.insert должен быть указан путь к этой папке

#если запускаем скрипт/ноутбук из той же папки где лежат модули, эту часть

#можно пропустить

import sys

sys.path.insert(0, '/home/11111111\_omega-sbrf-ru/notebooks/scripts/my\_modules')

####################################################################

from settings\_funs import \*

**#создаём переменные**

password\_file='file\_name' #псевдоним пароля для GP и почты

hive\_password\_file='hive\_file\_name' #псевдоним пароля для hive

user\_name='1111' #логин

default\_list=[

"mail@omega.sbrf.ru", #дефолтная почта с которой летят письма

user\_name, #дефолтный логин для хайва и почты

]

gp\_pass="пароль от омеги"

hive\_pass="пароль от хайва"

**#заполняем файлы с настройками**

clear\_users\_settings()

create\_password\_file(password\_file, gp\_pass)

create\_password\_file(hive\_password\_file, hive\_pass)

add\_new\_GP\_user(user\_name, password\_file)

add\_new\_hive\_user(user\_name, hive\_password\_file)

set\_defaults\_for\_mail(default\_list)

# Удаление/добавление нового юзера, новой БД в GP

####################################################################

#эта часть нужна если файлы с модулями лежат в отдельной папке

#в sys.path.insert должен быть указан путь к этой папке

#если запускаем скрипт/ноутбук из той же папки где лежат модули, эту часть

#можно пропустить

import sys

sys.path.insert(0, '/home/11111111\_omega-sbrf-ru/notebooks/scripts/my\_modules')

####################################################################

from settings\_funs import \*

**#Добавление нового юзера для GP**

password\_file='user\_file\_name' #псевдоним пароля для GP и почты

user\_name='11111111' #логин

gp\_pass="тут пароль от омеги"

create\_password\_file(password\_file, gp\_pass)

add\_new\_GP\_user(user\_name, password\_file)

**#Удаление юзера GP**

remove\_GP\_user('11111111')

#####################################################################

**#Добавление нового юзера для hive**

password\_file='user\_file\_name' #псевдоним пароля для hive

user\_name='11111111' #логин

hive\_pass="тут пароль от hive"

add\_new\_hive\_user(user\_name, password\_file)

**#Удаление юзера hive**

remove\_hive\_user('11111111')

#####################################################################

**#Добавление новой БД в GP**

add\_new\_GP\_db('mis', #псевдоним по которому обращаемся к БД в функциях из GP\_functions

'gp\_mis2', #реальное имя БД

'host' #хост БД

)

**#Удаление БД**

remove\_GP\_db('mis') #псевдоним указанный раннее

#можно использовать разные псевдонимы для одной и той же БД

#тогда функции из GP\_functions будут открывать разные коннекшены

#для разных псевдонимов

#(но эту фишку я не проверял)

#если использовать один и тот же псевдоним – раннее созданный коннекшн

#переиспользуется (не создаётся заново), что экономит время

# Изменение пароля

####################################################################

#эта часть нужна если файлы с модулями лежат в отдельной папке

#в sys.path.insert должен быть указан путь к этой папке

#если запускаем скрипт/ноутбук из той же папки где лежат модули, эту часть

#можно пропустить

import sys

sys.path.insert(0, '/home/11111111\_omega-sbrf-ru/notebooks/scripts/my\_modules')

####################################################################

from settings\_funs import \*

**#если поменяли пароль**

create\_password\_file('псевдоним пароля', 'пароль')

#тот же псевдоним пароля что указывали при настройке перед первым запуском

#(в разделе «Настройка перед первым запуском» см. переменную password\_file если меняем #пароль для грин плама или hive\_password\_file если меняем пароль для хайва)

# **Проблемы и их решения**

## **Не пускает в хайв, ошибка Kerberos**

**Решение:**

1. Зайти в терминал (в юпитер лабе: левый верхний угол – file – new –Terminal)
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1. Вбить kinit {омеговский\_логин}@DF.SBRF.RU (пример 11111111@OMEGA.SBRF.RU), нажать Enter
2. Вбить хайвовский пароль, нажать Enter **(пароль при вводе не отображается, это нормально)**
3. Если выдаст что пароль устарел, придумать новый
4. Сохранить новый пароль (см. раздел «Изменение пароля»), псевдоним должен тот же что был указан при первой настройке (см. переменную hive\_password\_file в разделе «Настройка перед первым запуском)
5. Если запускаем скрипт из ноутбука – рестартнуть kernel

(кнопка выделена красным)
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1. Запустить скрипт ещё раз

## **Не пускает в грин плам, ошибка Kerberos**

**Решение:** см. раздел «Изменение пароля», после изменения нужно рестартнуть kernel (если запускаем через ноутбук)
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## **GP перенос по ключу не видит поле при частичной перекладке (7-ой элемент листа False)**

**Решение:**

Функция при частичной перекладке проверяет уже переложенные значения

(это было ошибочное решение, в GP\_functions 2.0 я от него откажусь)

Например, если переносим по значения поля date, то она попытается найти уже переложенные значения поля date в целевой табличке.

Но если в целевой табличке поле date названо по-другому (например, day), то вылетит ошибка.

Костыль:

использовать аргумент target\_table\_keys\_alias\_list=[‘day’]

## **cannot connect to host…**

**Решение:** проблема на стороне GP, ждём, коннектимся снова

## **Неизвестная БД, неизвестный пользователь**

**Решение:** см. раздел «Добавление/удаление нового юзера, новой БД в GP», после добавления нужно рестартнуть kernel (если запускаем через ноутбук)

![](data:image/png;base64,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)

# **GP\_functions**

У большинства функций 1 обязательный аргумент – лист с параметрами. Изначально у такого подхода были причины, сейчас это атавизм, но переписывать все мои скрипты по-новому лень, возможно когда-нибудь появится GP\_functions 2.0 без обратной совместимости.

## **get\_GP\_connection, try\_connection**

Сами по себе эти функции не используются, но их используют другие, более продвинутые функции.

**get\_GP\_connection** в качестве на вход принимает лист где первый элемент – псевдоним БД, второй – логин юзера от имени, которого к ней подключаемся. Пример: [‘1111111’, ‘gp\_mis’]

Если:

* в глобальном нэймспейсе не существует коннекшена для такого псевдонима БД
* или он закрыт
* или он существует, но для другого юзера,

То функция возвращает в глобальный неймспейс коннекшн для указанного псевдонима от имени указанного юзера.

Иначе функция ничего не делает.

**try\_connection** – На вход получает тот же лист что и get\_GP\_connection, проверяет работает ли коннекшн через считывание select 1. Это нужно на случай если коннекшн отрубили со стороны GP, но в созданном функцией get\_GP\_connection объекте прометка о закрытии коннекшена не проставилась (а такое бывает часто)

## **execute\_in\_GP**

**execute\_in\_GP –** исполняет запрос в GP.На вход принимает лист, где первый элемент которого – комментарий, второй – лист отправляемый в try\_connection, третий – sql.

Функция исполняет запрос в указанной БД и не возвращает никаких объектов.

### **Пример**

execute\_in\_GP(

[

‘Создаём временные таблички’,

[‘1111111’, ‘gp\_mis’],

"""

create temporary table my\_test as(

select \*

from table

);

"""

]

)

## **read\_from\_GP**

**read\_from\_GP–** считывает данные из GP в df.На вход принимает лист, где первый элемент которого – комментарий, второй – лист отправляемый в try\_connection, третий – sql.

Функция проверяет есть ли в данных bigint или json, если есть, кастит их в text, затем возвращает df с считанными данными.

### **Опциональные аргументы**

**order\_list** - лист с указанием как сортировать данные в возвращаемом df. Без указания этого аргумента данные в возвращаемом df сортируются случайно, независимо от того какая сортировка указана в sql запросе.

Это связано с тем, что для определения типа данных в процессе проверки на bigint и json создаётся временная табличка distributed by randomly, что сбивает сортировку. Из этой таблички данные и считываются в возвращаемый df.

Distriubuted by randomly необходим, т. к. без этого для дистрибуции могут быть использованы поля типа bigint или json, тогда изменить их тип на text через alter table не получится.

### **Пример**

df=read\_from\_GP(

[

‘Cчитывание данных’,

[‘1111111’, ‘gp\_mis’],

"""

Select \*

From table

"""

],

order\_list=[‘asc’, ‘desc’] #опциональный аргумент

#в данном случае df будет #отсортирован по возрастание

#по первой колонке и

#по убыванию по второй

)

## **load\_to\_GP**

**load\_to\_GP–** загружает данные в GP из df. На вход принимает лист,

где:

* 1-ый элемент – комментарий
* 2-ой – лист, отправляемый в try\_connection,
* 3-ий - название таблички. Если грузим в обычную табличку, то название должно быть в виде schema.table **(без указания БД!).** Если грузим во временную, просто table.
* 4-ый - df который загружаем в GP
* 5-ый – True/False, сбрасывать ли уже существующую табличку с таким именем

Никакой объект функция не возвращает.

Данные сперва прогружаются в промежуточную табличку, затем в финальную (указанную в третьем элементе листа). Это позволяет не лочить финальную табличку если в неё периодически доливаются данные.

### **Опциональные аргументы**

* **to\_temporary\_table** - загружает данные во временную табличку (указать to\_temporary\_table=True).

Эту временную табличку в дальнейшем можно использовать в функциях execute\_in\_GP, read\_from\_GP, transfer\_between\_db\_in\_GP и transfer\_between\_db\_in\_GP\_by\_key

* **distributed\_by** – устанавливает distributed by для таблички после загрузки данных.
* **Прочие** аргументы используются для перекладки данных функциями transfer\_between\_db\_in\_GP и transfer\_between\_db\_in\_GP\_by\_key

### **Пример**

load\_to\_GP(

[

‘Загрузка курсов’,

[‘capgp’, ‘1111111’],

‘schema.table’,

courses\_df,

True

]

)

## **cursor\_transfer**

**cursor\_transfer** – считывает данные из БД в GP в другую БД в GP.

При этом на промежуточном этапе данные не записываются в df, нет кастов bigint::text, json::text, что ускоряет перенос данных.

**Обязательные аргументы:**

* **start\_db** – лист для try\_connection, откуда тянем данные
* **sql** – sql запрос для считывания данных
* **end\_db** – лист для try\_connection, куда складываем данные,
* **target\_table** – название таблички. Если грузим в обычную табличку, то название должно быть в виде schema.table **(без указания БД!).** Если грузим во временную, просто table.

**Опциональные аргументы:**

* **drop –** сбросить табличку с таким же названием (True) или добавить перекладываемые данные в уже существующую табличку (False)
* **batch\_size –** сколько строк обрабатываем за один раз
* **to\_temporary\_table** - загружает данные во временную табличку (указать to\_temporary\_table=True).

**Пример:**

cursor\_transfer(start\_db=['gp\_rozn', '11111111'],

                             sql="""

                                           SELECT ...

                                           FROM table

                                           join ...

                                          where ...

                                    """,

                             end\_db=['capgp', '11111111'],

                             target\_table='schema.table',

                             batch\_size=1000000

)

## **transfer\_between\_db\_in\_GP**

**рекомендуется использовать cursor\_transfer**

**transfer\_between\_db\_in\_GP–** перекладывает данные из одной БД в GP в другую, например gp\_rozn2 -> capgp2. На вход принимает лист,

где:

* 1-ый элемент – комментарий
* 2-ой – лист, отправляемый в try\_connection для чтения данных
* 3-ий – sql для считывания перекладываемых данных
* 4-ый - лист, отправляемый в try\_connection для загрузки данных
* 5-ый – название таблички куда перекладываем данные. Если грузим в обычную табличку, то название должно быть в виде schema.table **(без указания БД!).** Если грузим во временную, просто table.

### **Опциональные аргументы**

* **to\_temporary\_table** - загружает данные во временную табличку (указать to\_temporary\_table=True).

Эту временную табличку в дальнейшем можно использовать в функциях execute\_in\_GP, read\_from\_GP, transfer\_between\_db\_in\_GP и transfer\_between\_db\_in\_GP\_by\_key

* **distributed\_by** – устанавливает distributed by для таблички после загрузки данных.

### **Пример (gp\_rozn2 -> capgp2)**

transfer\_between\_db\_in\_GP(

[

'Перекладка сделок',

['gp\_rozn', '11111111'],

"""

Select

Day,

Name,

Sales

From table\_sales t1

Join table\_names t2

on t1.id=t2.id

""",

['capgp', '22222222'],

'schema.table'

]

)

## **transfer\_between\_db\_in\_GP\_by\_key**

**рекомендуется использовать cursor\_transfer**

**transfer\_between\_db\_in\_GP\_by\_key–** перекладывает данные из одной БД в GP в другую, например gp\_rozn2 -> capgp2 по одному или нескольким ключам. На вход принимает лист,

где:

* 1-ый элемент – комментарий
* 2-ой – лист, отправляемый в try\_connection для чтения данных
* 3-ий – sql для считывания перекладываемых данных
* 4-ый - лист, отправляемый в try\_connection для загрузки данных
* 5-ый – название таблички куда перекладываем данные. Если грузим в обычную табличку, то название должно быть в виде schema.table **(без указания БД!).** Если грузим во временную, просто table.
* 6-ой – лист с названиями колонок которые используем как ключи
* 7-ой – True/False сбрасывать ли уже существующую табличку с таким именем

### **transfer\_condition**

В 3-м элементе листа (sql запрос) нужно указывать место куда функция будет подставлять условие для переноса.

Например, если перекладываем по полю id с значениями 1, 2, 3, то часть запроса должна выглядеть так:

Where 1=1

And {transfer\_condition}

And …(другие условия)…

В этом примере перекладка пройдёт в 3 шага. На первом функция вместо {transfer\_condition} подставит id=1, на втором id=2 и т.д.

Ключей для перекладки может быть несколько. Например, будем перекладывать по полям id и day с значениями 1, 2, 3 и 2023-01-01, 2023-01-02.

**Пример:**

Where 1=1

And {transfer\_condition\_1}

And {transfer\_condition\_2}

And …(другие условия)…

В данном примере функция сгенерирует декартово произведение из множеств значений id и day (1 и 2023-01-01, 2 и 2023-01-01, 3 и 2023-01-01, 1 и 2023-01-02, …)

Перекладка будет состоять из шести этапов, на первом шаге функция подставит id=1 и day=2023-01-01, на втором id=1 и day=2023-01-02 и т.д.

### **Опциональные аргументы**

* **to\_temporary\_table** - загружает данные во временную табличку (указать to\_temporary\_table=True).

Эту временную табличку в дальнейшем можно использовать в функциях execute\_in\_GP, read\_from\_GP, transfer\_between\_db\_in\_GP и transfer\_between\_db\_in\_GP\_by\_key

* **distributed\_by** – устанавливает distributed by для таблички после загрузки данных.
* **transfer\_values** – лист с листами, каждый из которых содержит все возможные значения для соответствующего ключа используемого в перекладке. Если не заполнять – эти значения будут получены через select, этот процесс может занимать немало времени.
* **vacuum\_every\_step**– True/False выполнять ли vacuum после каждого шага

### **Пример (gp\_rozn2 -> capgp2)**

transfer\_between\_db\_in\_GP\_by\_key(

                                    [

                                     'перенос данных по cегментам',

                                      ['gp\_rozn', '11111111111'],

                                      """

Select \*

From table

                                       where 1=1

                                             and {transfer\_condition\_1}

                                             and {transfer\_condition\_2}

                                      """,

                                      ['capgp', '2222222222'],

                                      'schema.table',

                                      ["date\_trunc('month', report\_dt)::date", '((right(epk\_id::text, 1)::int)/4)'],

                                      False

                                    ],

                                    transfer\_values=[list(map(lambda x: first\_day(x),

                                                     generate\_date\_list('2023-01-01',

                                                                         get\_current\_date(),

                                                                        'month'

                                                    )

                                                    )),

                                                     [0, 1, 2]

                                                    ],

                                    vacuum\_every\_step=True

)

## **debug и попытки**

Ко всем описанным выше функциям можно применять эти аргументы:

**debug** – True/False принтить ли отсылаемые sql запросы

**try\_cnt** – число попыток выполнения функции (в transfer\_between\_db\_in\_GP\_ by\_key – число попыток выполнения шага)

**cooldown** – перерыв между попытками в секундах (удобно указывать в виде 60\*30 (30 минут) или 60\*60\*3 (3 часа))

## **Прочие функции**

**do\_vacuum –** vacuum указанной таблички. На вход принимает лист для try\_connection и название таблички.

do\_vacuum([‘capgp’, ‘1111111’], ‘schema.table’)

**get\_query\_info –** получить df с информацией о запущенных запросах. На вход принимает псевдоним БД и логин юзера.

df=get\_query\_info(‘capgp’, ‘1111111’)

**cancel\_query –** отменить запрос с указанным pid. На вход принимает псевдоним БД, логин юзера и pid запроса (можно посмотреть в df из get\_query\_info)

cancel\_query(‘capgp’, ‘1111111’, ‘22346’)

# **hive\_functions**

## **get\_hive\_connection**

Сама по себе функция не используется, она нужна для работы других функций

**get\_hive\_connection** – создаёт коннекшн к хайву в глобальном неймспейсе, позже его могут использовать другие функции. На вход принимает омеговский логин.

get\_hive\_connection(‘111111111’)

## **read\_from\_hive**

**read\_from\_hive** – считывает данные из хайва в df.

**Обязательные аргументы:**

* **comment** – комментарий, описание того чего хотим достичь
* **hive\_sql\_query** – sql запрос для считывания данных

**Опциональные аргументы:**

* **my\_login** – омеговский логин от имени которого подключаемся к хайву. По умолчанию используется указанный в настройке перед первым запуском.

**Пример:**

df=read\_from\_hive(comment=’прогрузка отделений’,

hive\_sql\_query=”””

select

vsp,

gosb

from table

“””

)

## **transfer\_from\_hive\_to\_GP**

**transfer\_from\_hive\_to\_GP** – перекладка данных hive->GP.

**Обязательные аргументы:**

* **comment** – комментарий, описание того чего хотим достичь
* **hive\_sql\_query** – sql запрос для считывания данных
* **gp\_connection** – лист для try\_connection (GP\_functions)
* **gp\_table** – название таблички куда перекладываем данные. Если грузим в обычную табличку, то название должно быть в виде schema.table **(без указания БД!).** Если грузим во временную, просто table.

**Опциональные аргументы:**

* **my\_login** – омеговский логин от имени которого подключаемся к хайву. По умолчанию используется указанный в настройке перед первым запуском.
* **drop** – True/False, сбрасывать ли табличку с таким же названием.
* **data\_types** – лист с типами данных, пример: [‘bigint’, ‘text’, ‘date’]
* **distributed\_by** – устанавливает distributed by для таблички после загрузки данных.

**Пример:**

transfer\_from\_hive\_to\_GP(comment=’вытягиваем данные IVR’,

hive\_sql\_query=”””

select \*

from table t1

join table2 t2 on t1.id=t2.id

“””,

gp\_connection=[‘capgp’, ‘1111111’],

gp\_table=’schema.table’

)

## **transfer\_from\_hive\_to\_GP\_by\_key**

**transfer\_from\_hive\_to\_GP** – перекладка данных hive->GP в несколько шагов (например, по отдельным timestampcolumn).

**Обязательные аргументы:**

* **comment** – комментарий, описание того чего хотим достичь
* **hive\_sql\_query** – sql запрос для считывания данных
* **gp\_connection** – лист для try\_connection (GP\_functions)
* **gp\_table** – название таблички куда перекладываем данные. Если грузим в обычную табличку, то название должно быть в виде schema.table **(без указания БД!).** Если грузим во временную, просто table.
* **key\_field** – поле по значениям которого переносим
* **key\_values** – значения key\_filed которые переносим

**Опциональные аргументы:**

* **my\_login** – омеговский логин от имени которого подключаемся к хайву. По умолчанию используется указанный в настройке перед первым запуском.
* **drop** – True/False, сбрасывать ли табличку с таким же названием.
* **data\_types** – лист с типами данных, пример: [‘bigint’, ‘text’, ‘date’]
* **distributed\_by** – устанавливает distributed by для таблички после загрузки данных.

В SQL запросе необходимо указать transfer\_condition (пример см. в transfer\_betweeen\_db\_in\_GP\_by\_key), поддерживается только 1 transfer\_condition.

### **Пример:**

transfer\_from\_hive\_to\_GP\_by\_key(

comment=’вытягиваем данные IVR’,

hive\_sql\_query=”””

select \*

from table t1

join table2 t2 on t1.id=t2.id

where 1=1

and {transfer\_condition}

“””,

gp\_connection=[‘capgp’, ‘111111111’],

gp\_table=’schema.table’,

key\_field=’timestampcolumn’,

key\_values=[‘2023-01-01’, ‘2023-01-02’],

drop\_old=True

)

## **Прочие функции**

**do\_vacuum –** vacuum указанной таблички. На вход принимает лист для try\_connection и название таблички.

do\_vacuum([‘capgp’, ‘1111111’], ‘schema.table’)

**get\_query\_info –** получить df с информацией о запущенных запросах. На вход принимает псевдоним БД и логин юзера.

df=get\_query\_info(‘capgp’, ‘1111111’)

**cancel\_query –** отменить запрос с указанным pid. На вход принимает псевдоним БД, логин юзера и pid запроса (можно посмотреть в df из get\_query\_info)

cancel\_query(‘capgp’, ‘1111111’, ‘22346’)

# **email\_funs**

## **send\_mail**

**send\_mail** – отправка письма.

**Обязательные аргументы:**

* **receiver\_email** – лист с получателями письма, например [‘mail1@sber’, ‘mail2@sber’]
* **msg\_title** – титульник письма
* **msg\_text** – текст письма. Поддерживает HTML для жирного шрифта, увеличения размера шрифта и т.д. Можно добавлять в текст картинки, таблички и т.д., подробнее об этом «картинки и таблички в теле письма»

**Опциональные аргументы:**

* **shown\_from\_mail**– отправитель, который отобразится у получателей письма, например [FX\_PM\_Analytics@omega.sbrf.ru](mailto:FX_PM_Analytics@omega.sbrf.ru)
* **my\_email** – email через который идёт авторизация, по умолчанию используется тот, который указан в настройке перед первым запуском. my\_email и shown\_from\_email могут различаться.
* **my\_login** – логин через который идёт авторизация.
* **df\_to\_html\_list** – лист с df которые можно вставить как таблички в теле письма, подробнее в разделе «картинки и таблички в теле письма»
* **html\_table\_style –** стиль для таблички в теле письма, все стили можно найти в документации к пакету pretty\_html\_table.
* **even\_bg\_color** – цвет чётных строк в табличке (по умолчанию ‘white’)
* **width\_dict\_list** – лист с листами каждый из которых содержит ширину для колонок таблички в теле письма, например [ [‘auto’, ‘100px’], [’120px’, ‘120px’]]
* **table\_thousand\_sep** – разделитель разрядов в числах в табличказ в теле письма (по умолчанию запятая)
* **text\_align** – центрирование текста в табличке в теле письма (по умолчанию ‘left’)
* **default\_table** – использовать дефолтное оформление для табличек в теле письма (аргументы html\_table\_style, even\_bg\_color, width\_dict\_list, table\_thousand\_sep, text\_align игнорируются)
* **files\_list** – лист с названиями файлов, которые будут прикреплены как вложения, например [‘file1.xlsx’, ‘pic.png’]. Если файл не в той же папке что и скрипт/ноутбук – нужно указывать полный путь до него.
* **img\_in\_body\_list** – лист с названиями файлов типа png, jpg и т.д., которые будут использованы в теле письма, подробнее в разделе «картинки и таблички в теле письма»

### **Картинки и таблички в теле письма**

**Пример:**

msg\_text=f"""\

<b>Актуальность источников данных:</b>

{table\_1}

<b>Показатели:</b>

{table\_2}

<b>Графики по доходу (млн. RUB):</b>

{image\_1}{image\_2}

{image\_3}

"""

В этом примере вместо {table\_1} функция подставит первый df из листа df\_to\_html\_list, вместо {table\_2} второй df из того же листа.

Вместо {image\_1} подставит первый элемент из листа img\_in\_body\_list и т.д. При этом, первая и вторая картинка будут расположены рядом друг с другом, а третья под ними.

# **Другие функции**

## **date\_funs**

Мне не очень нравится питоновский datetime, поэтому я написал эти функции. Все функции предназначены для работы с днями (timestamp вроде тоже поддерживается, но я почти не проверял).

На вход любой функции можно подавать как и string вроде ‘2023-01-01’, так и аналогичный datetime объект.

В каждой функции возвращающей дату есть параметр output, по умолчанию равный ‘text’, это значит что функция вернёт string вроде '2023-01-01', можно указать ‘datetime’, тогда будет возвращён соответствующий datetime.

### **Функции**

* **get\_current\_date()** – возвращает текущую дату.
* **get\_current\_datetime()** – возвращает текущую дату и время.
* **get\_current\_time()** – возвращает текущее время.
* **day\_of\_week\_num(input\_dt)** – возвращает номер дня недели для поданного на вход дня.
* **first\_day(input\_dt)** – возвращает первый день месяца для поданого дня.
* **last\_day(input\_dt)** – возвращает последний день месяца для поданого дня.
* **add\_n\_days(input\_dt, n)** – добавляет n дней к поданому дню (n может быть отрицательным)
* **go\_n\_months\_ahead(input\_dt, n)** – получить первый день месяца который настанет через n месяцев относительно поданого дня (n может быть отрицательным)
* **generate\_date\_list(start\_date, end\_date, date\_range)** – возвращает лист с датами от стартовой даты до конечной. Если date\_range = ‘day’, то это лист с днями, если date\_range=’month’, то это лист с последними днями месяцев.

### **Примеры использования**

day\_of\_week\_num(get\_current\_date()) – получить текущий день недели

получить лист с днями от 2021-01-01 до позавчерашнего дня (полезно для перекладки):

generate\_date\_list(‘2021-01-01’,

add\_n\_days(get\_current\_date(), -2),

‘day’

)

## **Разное**

* **time\_print(string) –** print с указанием времени
* **get\_str\_from\_txt(txt\_file) –** получить содержание текстового файла в виде string
* **get\_greet() –** сгенерировать приветствие в зависимости от текущего времени (полезно дял настройки рассылок)